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1 Introduction
The OMG’s MDA (Model Driven Architecture)

proposes automatic code generation from UML

models, independently from the implementation
platform. To meet this goal, MDA defines an
approach to IT system specification that separates the
specification of system functionality from the
specification of the implementation of that

functionality on a specific technology platform [1].

The MDA process is divided in 3 models: the PIM

(Platform Independent Model), a system’s model that

has no platform considerations; the PSM (Platform

Specific Model) that is generated from PIM and

considers the platform’s technological issues, and the

Source Code, generated from PSM.

For the model-driven software development
vision to become reality, CASE Tools must support
this automation [2].

This paper proposes that the MDA CASE Tools
must be elaborated considering the commonalities
between the different products [3], which raises two
points:

o Its is advantageous to the developer that MDA
Case tools provide solutions that could help
defining/implementing the commonalities of
these applications, reducing the effort in
modeling software;
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e Considering that these provided solutions
establish some parts of the software design,
developers must direct their efforts to what
really needs design definitions.

1.1 Taking Decisions

Conscientiously or not, a set of decisions is
always taken in a software development effort. These
decisions are related to high-level software issues,
like the choice of an architectural pattem; or with
more specific issues, like data persistence.

These decisions represent solutions with
different characteristics. Focus on easiness of
maintenance by separation of concerns can take to the
decision of adoption of the Layers architectural
patten. An architectural pattern, “describes a
particular recurring design problem that arises in
specific contexts, and presents a well-proven generic
scheme for its solution” [4]. The pattern provides
solution, but provides no implementation.

Different decisions can also result in solutions
with complete or partial implementation. For
example, the decision about the presentation of an
application can lead to the adoption of the STRUTS
framework (Apache Software Foundation), which
provides design and code.
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1.2 A Taxonomy for Solutions
[5] presents a taxonomy to classify these issues.
The taxonomy is about abstractions, which are
defined as “composed new solutions from existing
ones to solve problems expected to be encountered
during system refinement”. The taxonomy is:
e White-box abstraction
Provides a description of the solution, but no
implementation. It can be applied in many
contexts.
Patterns are examples of white-box abstractions.
e  Black-box abstraction
Provides a fully implemented solution that is
completely opaque to the user.
Web services, components or features supplied
by libraries or compiled languages are generally
black-box abstractions.
e  Gray-box abstraction

Represents the intermediate level: provides -

source code and design for a partial or complete
implementation of the solution, which can be
completed or modified when needed.
Frameworks are examples of gray-box
abstractions.

1.3 The Impact of the Presented Abstractions
on Modeling Effort
The presented taxonomy basically classifies
abstractions in a spectrum that ranges from no
implementation at all to fully implemented solution.
By providing a completely implemented
solution, a black-box abstraction is inflexible and can
only be applied to problems that require that exact
solution. On the other hand, white-box abstraction
provides no implementation but a description of the
solution. The user of this latter type of abstraction
studies the provided description of the solution and
applies this solution when necessary. The user
supplies its implementation and can tailor this
implementation in any way necessary for the problem
at hand. So, the less implementation an abstraction
provide, the more generic it is and can therefore be
applied in many contexts, supporting variations [3].
Because of its intrinsic differences, this paper
states that the different abstractions perform different
roles on reducing modeling efforts.

1.3.1 Effort Reducing Caused by White-Box

Abstractions

Being only specification, not implementation,
white-box abstractions have a great scope of
application and are mainly concemed with
architecture solutions.

Architecture patterns, for example, support the

construction of software with defined properties,
providing a scheme for a generic solution to a family
of problems, rather than a prefabricated module that &
can be used “as is” [4].

The modeling effort economy caused by the
white-box abstractions would be provided by tool’s &
automatic application of them, resulting in software &%
structure without manual intervention of the user. Of £
course, user’s reasoning is required to determine if §
the tool’s predefined white-box abstractions are §
suitable for the software to be built. A

Being concerned with high-level architecture §
definitions, the white-box abstractions greatly §
constraints the possible black and gray-box §
abstractions. =

1.3.2 Effort Reducing Caused by Black-Box |
Abstractions ]
As mentioned, black-box abstractions are }
inflexible and must be used “as is”. They allow no §
further design or behavioral consideration, but on the |
other hand, they require no modeling effort because §
all the structure and behavior have been already §
defined.
Components are example of Black-box ]
abstractions and can be used for business rules
solution or technical issues solution, this latter inside £
a specific architecture context. L
®  Business Rules Solutions
When modeling software, architects may want
to use existing built component, which may §
address project requirements, e.g., a component §
to calculate an asset value. In this case it is not §
necessary to model the component (it already §
exists), but only to model the software to use §
this component. ;
Some platform problems can occur in this reuse §
attempt. For example, during a .Net technology }
software development, there could exist 2 @
component that exactly fulfills a particular §
service, but is written in CORBA. In this case, it §
is necessary to construct appropriate wrapper
code to adapt the component to the actual §
environment [7]. The CASE tool could provide 8
this wrapper. :
Appropriated interface also could be provided &
by the tool for web services connections. -
o  Technical Issues Solutions -.
Following the idea of provide the maximum &
number of ready-to-use solutions to the user of 2 &
MDA CASE Tool, and also focusing on
reducing effort to model software, the tool can
provide abstractions to solve technical issues g
pertaining to specific development strategies
For example, DAO-based classes normally §



WSEAS TRANSACTIONS ON COMPUTERS

Issue 6, Vol. 4, June 2005 ISSN: 1109-2750 623

require a component to provide DB connections
and SQL Statement execution. Such component
could be supplied and automatically applied to
the software by the MDA CASE tool.

In the same way, a CASE Tool can also apply
features provided by programming languages.
For example, Disconnected Recordset (ADO in
Net projects or CachedRowSet in Java projects)
is a feature supplied by programming languages
that enable the access of persistent data. With no
need of extra implementation, it also can be used
as a medium to transport data between layers or
to help preventing problems caused by
uncontrolled multi-access. However, it is only
possible to take advantage of these two latter
characteristics if the application’s architecture
allows it. This restriction is caused by the
limited scope of black-box abstractions.

The point is that the use of black-box abstraction
aves on modeling effort because it is not necessary
o model the abstractions — they already exist
- beforehand. More important, the use of black-box
bstractions represents an economy of modeling not
nly for structural aspects of the software, but also
' for the behavioral aspects.

The representation of behavioral aspects is the
- weak point of UML [8].

_ In the specific case of black-box abstractions to
- solve business rules, the user must know the
- abstractions and must know the context in which that
| abstraction works.

: For technical issues black-box abstractions, the
. scenario changes: the tool must automatically apply
- these abstractions, based on the architecture context,
In a way that the user does not have to know the
bstractions and does not have to verify if the
- architecture choices are suitable. It is axiomatic that
_the overall decisions taken by the tool must be
- convenient for all the applied abstractions.

3.3 Effort Reducing Caused by Gray-Box

Abstractions
Being a partially implemented solution, the
. gray-box abstractions allow code and design changes.
: As mentioned, frameworks are examples of

Gray-box abstractions. A framework is a reusable
. design of all or part of a system. It is the skeleton of
~an application that can be customized by an
- application developer. A framework provides reuse of
- design and reuse of code [6].
_ Most commercially available frameworks seem
_ to be for technical domains, such as user interfaces or
- distribution [6].
Similar to the black-box abstractions, this paper

states that, based on its own embedded architecture
strategy, a CASE tool can automatically apply these
technical domains gray-box abstractions. This
represents an opportunity of modeling effort
reduction, but even more interesting, having a CASE

-tool automatically applying a framework is a way to

avoid the costs of the learmning curve of that
framework. “Frameworks are more customizable than
most components, and have more complex interfaces.
Programimers must learn these interfaces before they
can use the framework” [6].

In fact, the user does not have to know about
which gray-box abstractions are supposed to be
applied by the CASE tool to cope with technical
issues.

Also similar to black-box abstractions, gray-box
abstractions (frameworks) can be used to help the
user in business modeling task, but in this case the
framework understanding is a pre-requisite for
evaluating its applicability [9].

Frameworks are derived from business domain
and are the key to successful design and code reuse in
object-oriented software development [10].

Business domain gray-box abstractions can be
used for PIM’s pre-configuration.

2 A Practical Example

A MDA CASE Tool can be configured to
generate business applications from a set of design
decisions. As an example of solution that does not
provide implementation (white-box abstractions), the
tool must generate software based on the Layers
Pattern [4] in three-tier configuration, using DAO
Pattern [12] for data persistence. The separation of
concerns in layers must be done in the following
manner:

e  Uppermost layer: business entities;
o Intermediated layer: DAO classes;
e Lowest layer: access to the persistent data.

DAOQ classes must implement a CRUD-based
interface [13], and the Use-Case Controller pattern
[14] [15] must be used to map the requirements
specifications to the implementation.

2.1 Applying the White-Box Abstractions

The above design example will be used for the
development of online retail sales software. In the
Use Case “Customer Maintenance”, there is a
customer information query, which selects customer
by ID and validates the dealer’s password (two
business objects interacting to allow this query). The
conventional representation of this behavior is;
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Figure 1 - A Use-Case path

The above sequence diagram (figure 1)
represents the necessary messages for this query
within the design context. The DAO and ACCESS
classes, for example, are consequence of the adopted
decisions.

Now, suppose a MDA CASE tool able to
automatically apply the mentioned set of white-box
abstractions. In this same example, the tool would be
prepared to understand that every persistent class
would have a corresponding DAO class, responsible
for any request related to persistent data. Also defined
by abstractions, the DAO classes would inherit a
CRUD interface and would use a class (ACCESS
class) for SQL statements execution.

Despite the fact that the software architecture
remains the same, having a MDA CASE tool that
automatically applies this set of white-box
abstractions will allow the user to only specify the
following PIM behavior for the same sequence
diagram:
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Figure 2 - The necessary PIM
representation for sequence diagram

With the behavior presented in figure 2, and
applying the defined white-box abstractions, the
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MDA CASE Tool would be able to generate a PSM
- sequence diagram similar to figure 1.

: But even such diagram does not contain all the
~information for a CASE Tool to generate the
‘necessary code. Despite being representative to the
umans’ cognition, a method called “getinfoByID”
: represents nothing to a computer. With only the
- white-box abstractions, it would be necessary to
- represent the detailed behavior of the method in
UML.
Another possible way to solve this problem is by
pplying solutions that really implement source code,
.g. black and gray-box abstractions.

2.2 Applying the Black and Gray-Box
Abstractions

Once the CRUD principles were applied, the
source code for persistence method implementation
could be partially written and be automatically
configured for the CASE Tool to any specific class
(the implementations are all very similar), in a gray-
box abstraction case.

To configure the variants in this partially written
code, parameters could be provided by the CASE tool
and XVCL (XML-Based Variant Configuration
Language - a general-purpose language for
configuring variants in programs and other textual
assets) [11] could be used to generate the code.

The ACCESS class (responsible for DB
connection and SQL statements execution) would not
demand further parameterization and could be
automatically implemented (black-box abstraction).
With these two latter abstractions, the CASE Tool

would be able to completely implement all the
persistence methods.

3 Modeling and Constraints

3.1 Reasoning about Modeling

In the example presented in this paper, (figure 2)
the developer would only describe the Use Case to
the point where he/she could really decide about the
application design. It is important to note that — in the
approach presented here - many design decisions are
left to the tool. There is no reason to model what is
already implemented/defined and no further
consideration is required. “When deciding how to
model something, determining the correct level of
abstraction and detail is critical to providing
something that will be of benefit to the users of the
model. Generally speaking, it is better to model the
artifacts of the system - those ‘real life’ entities that
will be constructed and manipulated to produce the
final product. Modeling the internals of the web

server, or the details of the web browser is not going
to help the designer and architects of a web
application” [16].

3.2 Constraints are Useful

A MDA CASE Tool customized to work within
the design decisions presented in this paper would not
work when modeling a digital signal processing
system, which uses the Pipes & Filters architecture
pattern [17]. On the other hand, the adopted solutions
greatly facilitate the business application modeling
task, as suggested in this paper. )

Aided by the present abstractions, the tool user
can develop a PIM strictly focused on business, and
the tool would provide the technical solutions,
automatically creating a PSM based on best practices.

The tool could provide a default configuration,
which could be customized by the user. It would be
useful if the tool had its own decision tree -
configured beforehand - that could offer consistent
choices. There is no point in choosing J2EE with
container-managed persistence and Hibernate for the
same project, but there is some room for reasoning.

It is recommended that tools be elaborated with
different templates, each one customized for different
software development conditions. Even in business
applications, it would be useful to have templates for
Net with DAO strategy, or J2EE applications, etc...

4 Conclusions

This paper supports the need of MDA CASE
Tools to incorporate predefined solutions, which can
be classified in a spectrum varying from just
specification to fully implemented code. These
solutions constraint the scope of possible domain
problems where tools can. work but, on the other
hand, they aim to specialize the tools in a way to

reduce the amount of necessary efforts to model
software.
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